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In this project, we will train a PhD student in the formalization of mathematics in computer proof assistants (with
expertise provided by Johan Commelin, UU), the mathematical foundations of proof assistants (with expertise provided
by Paige Randall North, UU), and the practical design of proof assistants for mathematical education (with expertise
provided by Jim Portegies, TU/e). The end result of the student’s PhD research will be significant improvements to
systems such as Lean-verbose and Waterproof, the latter a proof assistant for mathematical education pioneered by
Portegies. Waterproof is currently being tested in the course Analysis 1 at TU/e. We aim to develop a version of
Waterproof that will be used to improve student outcomes at TU/e, UU, and beyond.

Background on proof assistants for education, Lean-verbose and Waterproof
University students often struggle with learning how to prove mathematical statements [27, 21]. To ameliorate this, many educators
have turned to the use of proof assistants [24, 22, 13, 20]. A proof assistant, such as Lean [9] and Coq [8], is software in which users
interactively build proofs with assistance and feedback from the computer. This assistance includes some degree of automation of
the proof, often similar to what a human reader of a proof can accept as obvious. This feedback includes certification that a proof
is finished and correct, or otherwise information about what remains to be done. Proof assistants in mathematics education thus
constitute a kind of automated, personal ‘tutor’ for each student.

Despite these benefits of using proof assistants, they are not yet perfectly suitable for use in mathematics education. That is
because the act of writing a proof in a proof assistant and the resulting proof can seem very different, especially to a student,
from the act of writing on paper and the resulting pen-and-paper proof [14, 4]. Other issues are the steep learning curve of
proof assistants [5], the sometimes outdated user interfaces interacting with proof assistants, and the fact that feedback from
proof assistants is often geared towards experts and mostly concerns correctness of proof steps, while students need other types of
feedback as well.

To address these issues and make proof assistants more effective for education, Portegies has begun developing Waterproof [31, 30],
a combination of a modern editor and a library for the proof assistant Coq [8], that allows for the use of controlled natural language
in proof scripts, similar to Massot’s Lean-verbose for the proof assistant Lean [18]. Indeed, to make proof assistants more effective
for education, Waterproof has the following design principle strongly at its core:

Writing a proof in Waterproof should be as close as possible to writing a proof on paper, both in terms of end result and in terms
of process.

Such a proof assistant will not only be useful for education, but also for the wider adoption of proof assistants by mathematicians
in general. Indeed, experience with Waterproof shows that the Waterproof proof scripts can be understood by mathematicians
with no training in proof assistants.

Since the beginning of its development, Waterproof has been used in the course Analysis 1 at the TU/e. We have observed that
even in their handwritten proofs, students use the structuring trained by Waterproof.

Current challenges
Although we see this improvement in the structure of student proofs after they have worked with Waterproof, challenges remain.
(1) Students and teachers have mentioned the desire to have the Waterproof definitions, notations and use of concepts as close
as possible to the way they are used in lectures. This is challenging because the foundations of the mathematics being used is
different: mathematics education is predominantly built on a foundation of set theory, while modern proof assistants are built on
type theory. (2) It is currently difficult for teachers to start using Waterproof for a new course, which limits its scalability. Despite
the existence of large libraries of formalized mathematical theory, direct exposure to these libraries would both be too challenging to
students and would violate Waterproof’s core design principle. (3) In our evaluations (e.g. [6]), students report that the feedback
from the computer is often unclear and confusing, and that the automation system is sometimes too weak, sometimes too strong,
and sometimes unpredictable (for students) in what it can and cannot solve.

Supervising team
In order to solve these challenges, one requires a deep understanding of the underlying type theory, the ability to use it creatively to
find out-of-the-box solutions, didactical and subject knowledge of the topics to be taught, and expertise in efficiently formalizing
proofs in mathematics. This is why in this project we will combine the expertise of Johan Commelin, with extensive experience in
the formalization of mathematics, that of Paige Randall North, with deep understanding of type theory, and that of Jim Portegies
who has significant experience in using this type theory for and in education.

Goals of this project
The overarching goal of the PhD project is:

To redesign the type-theoretic representation of the mathematical theory in the Waterproof library, to make it more suitable for
use in education, while at the same time allowing for the use of existing libraries with formalized mathematics.

This overaching goal breaks down into the following interdependent subprojects.

Subproject 1. Design Waterproof theory interface with the use in Mathematics education at its core.
First, we hope to add features to the underlying type theory and Waterproof itself that make the type theory behave more similarly
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to set theory. One difference that is currently the most pressing is in the use of subsets. In set theory an element can be and
is a member of many different sets, but in type theory the analogous statement is not true: the type of a term is unique. For
students, a natural number should also be an integer, but in type theory the natural numbers and integers are kept separate and
the natural inclusion i : N → Z is explicitly used instead (see also [2]). This calls for a better type-theoretic representation of
subsets in Waterproof. There is some support to suppress explicit mentions of inclusions like I (called coercive subtyping) in the
underlying proof assistant, Coq, but this often fails. There is much foundational work to improve this (e.g. [15, 16, 17]), but it is
difficult to implement in Coq because of the wide-ranging needs of Coq users. We will build on this work, and improve coercive
subtyping in Waterproof which has an audience with more specific needs.

A proof assistant, such as Coq, can treat different definitions of the same object as the same, and it can perform implicit coercions,
as discussed above, for objects other than subtypes. In particular, in a proof that is expected to contain several computational
steps, Coq can do the computation without any input from the user. Coq has been designed to assist users in writing proofs, but
in education we often want students to explicitly write that two things are the same or do a computation. For instance, in an
earlier project with the University of Marburg, the requirement came up that simple computational proofs with matrices should
be possible. We would like to design Waterproof so that teachers can force users to explicitly call on definitions or alternative
characterizations when using certain concepts. This requires a different approach to definitions, making them opaque to the
underlying proof assistant, similar to the system of locking in Coq. We will follow recent work such as [11].

Subproject 2. Improve scalability: connect with existing libraries
The development of a large library of formalized mathematics comes with several design goals that are in tension with each other:
generality of the material, readability of the proofs, robustness/maintainability of the formalization, and the speed with which the
library can be verified. As one of the maintainers of mathlib, Commelin has extensive experience with these design goals and the
trade-offs between them. In this project, with its focus on education, we will study how to create derivative libraries that focus on
improved readability, and possibly trade off some generality and speed.

In this subproject, we will develop tools to aid in creating derivative libraries on top of large existing libraries, while at the same
time furthering the design of didactical libraries such as Lean-verbose and Waterproof so that they can connect with the derivative
libraries in a way optimized for education. As part of this work, we will develop a tool that can translate between formal tactic
scripts and proofs in a controlled natural language. Important prior work in this respect is the mechanized informalization project
by Massot and Miller [19], which translates formal Lean proofs to LaTeX proofs in natural mathematical English. Recent efforts
in the group of Benjamin Pierce on deautomation are also likely to be helpful. Another building block is the tactic combinator
says in Lean, that allows to write two versions of a proof, that can have different properties in terms of speed or readability, etc.
Configuration flags determine which version of the proof is used.

Subproject 3. Improve automation
As mentioned before, currently the automation is sometimes too weak, sometimes too strong, and towards students it is unpre-
dictable. Moreover, students can currently extract little more information from the feedback from the automation other than that
it fails. Part of the reason is that the current automation heavily relies on the reflection-based lia and lra tactics [3], which are
powerful but intransparent and for some problems really not suited. Another reason very much related to Subproject 2 is that the
automation system is not yet geared to the implementation of some of the large libraries of formalized mathematics.

We will focus on the automation for proving mathematical equalities and inequalities. We will specify what type of (in)equalities the
automation should be able to prove, design a tunable algorithm to prove such (in)equalities that can give feedback on its functioning
and prove that the algorithm works. In writing our automation, we will build on work by Patiachvili in an earlier internship in
which he wrote an OCaml plugin to make the automation more flexible and transparent [23], mathlib’s rewrite search tactic,
Lean’s calc blocks, and investigate to what extent we can still incorporate small and large scale reflection techniques [1], such as
those in the mathcomp algebra-tactics library [25].

Embedding of the project
The research is timely, because more and more mathematicians start to value the verification of their proofs by a computer. In
the past five years, several high profile projects took place. Peter Scholze initiated the Liquid Tensor Experiment [26], a challenge
that Commelin took up and brought to a successful conclusion [7, 12]. Timothy Gowers launched a project on automated theorem
proving [10]. Very recently, Terence Tao has formally verified two of his recent preprints together with several Lean experts [28, 29].
There is currently a large amount of expertise in this emerging area in the Netherlands (Dahmen and Mahboubi at VU, Cockx
and Ahrens at TU Delft, Wiedijk and Geuvers at RU, Portegies at TU/e, North and Commelin at UU). We want to use this
project to take advantage of and increase the particular strength that the Netherlands has compared to other countries in this
domain. In particular, we want to ensure that UU and TU/e take a leadership role in this domain. This project will further develop
this expertise already present here, in particular strengthening and expanding it in the direction of type theory for education,
and, as a side-effect, type theory for the wider adoption of the formal proof verification as an useful and approachable tool for
mathematicians.

Outlook
The proposed PhD project covers the most urgent and important next steps for proof assistants for education. To keep the scope
of this project focused, we have refrained from explicitly mentioning the use of generative AI. For the subsequent steps, which
will need to involve generative AI and didactical evaluation of the developed tools, we will involve a larger team in an NWO XL
proposal. It is our expectation that in the coming decade, mathematics education and research will change drastically through the
combination of generative AI and proof assistants. With this research we hope to contribute to the best possible outcome of these
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developments.
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